Exercise 20 (12 Points) This exercise deals with a simple fault-tolerant communication protocol in which processes can fail. A failed process is still able to communicate, i.e., it is able to send and receive messages, but the content of the messages it sends is unreliable. More precisely, a failed process can send messages with arbitrary content.

When we are given $N$ reliable processes (i.e., processes that have not failed and that are working as expected) and $K$ unreliable processes, where $N > 3K$ and $K \geq 0$. There is no way, a priori, to distinguish the reliable and the unreliable processes. All processes communicate by means of exchanging messages. Each process has a local variable, which initially has the value 0 or 1. The following informally described protocol is aimed to be followed by the reliable processes, such that at the end of $K + 1$ we have:

- eventually every reliable process has the same value in its local variable, and
- if all reliable processes have the same initial value, then their final value is the same as their common initial value.

The difficulty is to establish these constraints in the presence of $K$ unreliable processes!

The following protocol is due to Berman and Garay [1].

Let the processes be numbered 1 through $N + K$. Processes communicate with each other in rounds. Each round consists of two phases of message transmission: In round $i$ in the first phase every process sends its value to all processes, including itself; in the second phase, process $i$ sends the majority value it received in the first phase (for the majority value to be well-defined, assume that $K + N$ is odd) to all processes. If a process receives at least $N$ instances of the same value in its first phase of the round, it also sets its local variable to this value; otherwise it sets its local variable to the value received (from process $i$) in the second phase of this round.

1. Model this protocol in Promela. Make the protocol description modular such that the number of reliable and unreliable processes can be changed easily. As the state space of your model could be very large, instantiate your model with a single unreliable process and four reliable processes.

First hint: One of the main causes for the large state space is the model for the unreliable process, so try to keep this model as simple as possible. This can be achieved by, for instance, assuming that an unreliable process can only transmit arbitrary 0 or 1 values (and not any other value) and that a process always starts with a fixed initial value (and not with a randomly chosen one). In addition, use atomic broadcast for message transmission.

Second hint: It might be convenient, but not necessary, to use a matrix of size $(N + K) \times (N + K)$ of channels for the communication structure. As Promela does not support multi-dimensional arrays, you could use the following construct (where $M$ equals

```plaintext
typedef Arraychan {
    chan ch[M] = [1] of {bit}; /* M channels of size 1 */
}

Arraychan A[M]; /* A matrix A of MxM channels of size 1 */
```
Statement $A[i].ch[j]!0$ denotes an output of value 0 over the channel directed from $i$ to $j$. Similarly, statement $A[i].ch[j]?b$ denotes receiving a bit via the channel directed from process $i$ to $j$ and storing the value in $b$.

2. Formalise the two constraints of the protocol in LTL and convert these into never claims.

3. Check the two temporal logic properties by SPIN and hand in the verification output generated by SPIN.

4. Show that the requirement $N > 3K$ is essential. What happens when you change the configuration of your model such that $N \leq 3N$ and check first of the properties. Create the shortest counter example and perform a guided simulation of this undesired scenario. Hand in the counter example you found and give an explanation of it.

**Exercise 21 (4 Points)** Consider the following transition system over $P = \{b, g, r, y\}$: This transition system is intended to model a traffic light whose yellow light can blink. Therefore, the propositions represent black ($b$), green ($g$), yellow ($y$), and red ($r$). Indicate for each CTL formula below, indicate the set of states in which the formula holds.

(1) $\forall \Box y$

(2) $\forall \Box \Box y$

(3) $\forall \Box \forall \Box y$

(4) $\forall \Box g$

(5) $\exists \Box g$

(6) $\exists \Box \neg g$

(7) $\forall (\neg b U \neg b)$

(8) $\exists (\neg b U \neg b)$

(9) $\forall (\neg b U \exists \Box b)$

(10) $\forall (g U \forall (y U r))$

(11) $\forall (\neg b U b)$

(12) $\forall (\neg b U b)$

\[\text{Figure 1: Transition system } T\]
Handing in this Assignment  Please submit your hand-written solutions to exercise 16 and 17 on paper no later than December 4, 2009, 12:15 (before the lecture).

The models shall be placed in a directory that carries the last name of one of the group members. Add a README file, or better, a Makefile, that explains or automates the modelling and checking procedures. Explain, how to interprete the results of model checking in an accompanying PDF or ASCII file.

Put all this into a tape archive that shares the name with the directory and send it by e-mail to marcel.kyas@fu-berlin.de Use “Model checking 09 Series 6 your last names” as the subject line.
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